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Abstract—The modern food supply chain often involves mul-
tiple layers of participants spread across different countries
and continents. This complex system offers significant bene-
fits to businesses worldwide; however, it also presents several
challenges. One major problem is the inability to trace the
product flow back to its origin, a critical issue in many
industries. Another issue is the lack of trust among supply chain
participants. Blockchain technology can help address these and
other challenges faced by the supply chain industry. However, it
is surprising that, globally, there are still not many examples of
the technology’s adoption, with most projects remaining in the
pilot stage. This paper explores the field of custom blockchain
design tailored to specific applications, with a focus on supply
chain operations in the food industry. It includes the development
of a lightweight yet fully featured Python prototype for a
decentralized blockchain system. In addition to common features
like block validation and state updates, the prototype includes a
newly designed type of transaction tailored specifically for supply
chain operations. These transactions eliminate the need for smart
contracts, making the system more lightweight compared to
general-purpose blockchain platforms such as Ethereum and less
prone to security vulnerabilities. The prototype is designed as
a public blockchain network, with Proof of Work selected as
the consensus algorithm. The novelty of this research work lies
in advancing the concept of a custom blockchain solution for
the food industry. The key elements of the prototype have been
unit tested. The overall evaluation was completed using a Python
script that simulates product flow through an example supply
chain, allowing product provenance to be determined by tracing
the product flow back to its origin.

Index Terms—Custom Blockchain, Provenance, Proof of
Work, Product Flow, Blockchain from Scratch

I. INTRODUCTION

The food supply chain often involves a complex network
of participants spread across different countries and even
continents. According to the authors in [1], these partici-
pants are primarily driven by profit-maximizing tendencies
and competitive advantages, which can sometimes outweigh
cooperation. However, the adoption of blockchain technology
has the potential to transform this dynamic and bring multiple
benefits to supply chain management. Although blockchain
technology currently faces multiple challenges, such as scal-
ability issues, data tampering before entering the blockchain,
and regulatory compliance, it offers significant benefits for
the supply chain industry such as shorter product traceability
times, greater transparency, enhanced product provenance, and
improved management of cold-chain food delivery.

According to the authors in [2], one of the major bene-
fits blockchain technology offers to final consumers is the
ability to determine and confirm the provenance of products,
including the actual production date, time, and place of origin.
Proving provenance is especially critical for certain types of
products, such as medicine or food, as it allows consumers to
verify whether the product is safe for consumption. The au-
thors in [3] suggest that provenance certificates can be stored
on the blockchain alongside the corresponding transactions.

Another major issue in the supply chain industry, aside
from the provenance of products, is the time required to
establish this provenance. Both authors in [4] and [5] highlight
the potential for time savings in product traceability through
blockchain solutions. Traditionally, it took approximately 7
days to trace the provenance, as each participant in the
supply chain had to contact the previous participant until
the product’s origin was reached. In contrast, blockchain
technology allows for determining the provenance of the same
product within just 2 seconds.

Another benefit of adopting blockchain technology in the
supply chain is improved transparency. According to the
authors in [6], traditional supply chain systems often suffer
from a lack of transparency, and blockchain solutions can help
address this issue. Enhanced transparency allows stakeholders
to view all participants in the supply chain and track the cur-
rent status of shipments in real time. This improvement should
also enhance accountability and facilitate quicker resolution
of issues that arise during the product flow.

Blockchain adoption can also help address issues in ap-
plications requiring specific temperature conditions during
product shipment or storage in industries such as food and
healthcare. According to the authors in [7], a significant
challenge in traditional supply chains is verifying whether the
required temperature conditions were consistently maintained
throughout all stages of the product’s journey. A possible
solution is to install temperature gauges that record temper-
ature readings during the product’s flow. The authors in [8]
suggest that participants or consumers can request temperature
readings, stored off-chain due to their size, and compare
their hash values with those on the blockchain to verify data
integrity.

In this paper, we developed a lightweight, fully-featured
Python prototype for a decentralized blockchain system in the



food supply chain industry. Our proposed prototype includes
a newly designed type of transaction specifically tailored for
supply chain operations, eliminating the need for smart con-
tracts. This approach makes the system more lightweight com-
pared to general-purpose blockchain platforms like Ethereum
and less prone to security vulnerabilities. There are four
research questions we aim to answer through this study for
the food supply chain industry:

• Which features from existing general-purpose blockchain
solutions should be included, and which can be left out?

• Which consensus algorithm is most suitable for the
proposed prototype?

• What API calls and transaction types are required for the
supply chain application?

• What differentiates the proposed prototype from existing
blockchain solutions?

The remainder of this paper is structured as follows: Section
II reviews related work, Section III discusses the methodology
and design, Section IV presents the implementation, Section
V covers the results and evaluation, and Section VI concludes
the paper with future work directions.

II. LITERATURE REVIEW

In this section, we review some of the related work on
blockchain-based solutions for food supply chains, with a
main focus on traceability.

In [9], the authors explore the problem of food supply chain
traceability in the dairy sector and present their solution. The
solution involves developing an Ethereum-based framework
with three fully functional smart contracts that represent the
interactions between participants in the supply chain. The sys-
tem was tested and deployed on a local Ethereum blockchain
network using Ganache-CLI. The authors demonstrate that the
proposed smart contracts enable tracing product flow from raw
materials to end customers. However, despite the flexibility
and freedom smart contracts offer to program almost any
logic, they can suffer from serious vulnerabilities, posing
significant risks to businesses.

The authors in [10] explore a similar problem of product
traceability in the dairy food supply chain but approach it
from a different angle. Their main focus is on developing a
system that consumes minimal computational power, making
it more environmentally friendly. The proposed system is
based on the Algorand Blockchain, which uses the Proof-of-
Stake consensus algorithm. The system benefits from lower
power consumption due to the selected consensus algorithm. It
operates in real-time and successfully improves transparency
among participants. However, their system requires the use of
cryptocurrency which may create issues with exchange rates
between the cryptocurrency and the local currencies used by
participants. This could become problematic if exchange rates
fluctuate, making transaction costs unpredictable.

The authors in [11] built an Ethereum-based prototype of
a food traceability system that includes a consumer client
and a user server. The system uses smart contracts instead

of transaction records; however, the paper does not provide
details about the algorithms used in the smart contracts.
The authors highlight several advantages, including a higher
degree of decentralization, increased security, and greater
reliability. Another advantage is the potential reduction in
transaction costs for small and medium-sized companies due
to the system’s features and flexibility. However, since the
system is based on Ethereum and smart contracts, it may face
potential vulnerabilities.

The paper [12] presents another example of building a
food supply traceability system, which is based on a private
blockchain framework, specifically Hyperledger Fabric. The
authors combine IoT and blockchain technology to achieve
the desired level of product traceability. The system includes
an identification mechanism where each product has its own
identifier, which can be verified by a smart contract. Their
work addresses the problems of poor data sharing and lack
of data security in traditional supply chain systems. However,
since the system is based on a private blockchain framework,
a limitation is that the system owner would need to identify
all participants and invite them into the system, which could
be a significant challenge in real-world applications.

The authors in [13] combine Radio Frequency Identification
(RFID) and blockchain technologies in one system. The RFID
reader interacts with the blockchain, writing information to
the blockchain when a tag is read from the product. The
tag can be attached to the paper packaging. The system is
based on the Hyperledger Fabric platform, which verifies and
manages the data and the reader. The main contribution of this
paper is the development of a blockchain-based RFID tag.
The authors emphasize the high level of security compared
to traditional methods for tracing products. However, the
private blockchain solution has limitations, including the need
to identify all participants, which may not be feasible in a
real-world environment. Another issue is the Byzantine Fault
Tolerance (BFT) protocol used by the researchers, which has
limitations and may not be well-suited for the application.

The authors in [14] propose an approach based on the
Ethereum blockchain and smart contracts for tracking soy-
beans across the agricultural supply chain. The authors high-
light that their system can be adapted for use in other
agricultural supply chains. The system benefits from standard
Ethereum trigger events, allowing participants to be notified
when certain events occur. However, it may suffer from the
same challenges as other Ethereum applications, such as
vulnerabilities in smart contracts.

The conducted literature review shows that despite the
numerous benefits blockchain technology can offer to the
supply chain industry, real-life implementations remain very
limited, with many still in the sandbox phase. One potential
solution is to use a custom-designed blockchain tailored
to a specific industry or application. Such a solution can
benefit from a lightweight design by omitting unnecessary
features, such as smart contracts. Removing these features
not only makes the solution more efficient but also enhances



Fig. 1. Blockchain

security by reducing the risk of vulnerabilities. To address this
crucial gap, in this paper, we developed a lightweight Python
prototype for a decentralized blockchain system in the food
supply chain industry. Our proposed system includes a newly
designed type of transaction specifically tailored for supply
chain operations, eliminating the need for smart contracts.
Therefore, the novelty of this research lies in advancing the
concept of a custom blockchain solution specifically for the
food industry.

III. METHODOLOGY & DESIGN

The section introduces the key concepts of the proposed
blockchain solution, provides justifications for the technology
selection, and references relevant literature where applicable.

A. Blockchain

A blockchain is a sequence of blocks linked by the hash
values of the previous blocks (see Figure 1). The proposed
prototype’s block design includes a header and a body. The
body holds the list of transactions, while the header contains
the following fields:

• Block number: A sequential number that increments by
one compared to the parent block’s number.

• Timestamp: The timestamp recorded at the beginning
of the mining process.

• Parent hash: The hash value of the parent block.
• Difficulty: An integer that controls the mining time for

a given block.
• Beneficiary: The address (public key) of the miner who

mined the block.
• Transaction root: The hash value of the transactions

recorded in the block.
• State root: The hash value of the Trie data structure at

the time of mining the block.
• Nonce: The solution to a cryptographic puzzle solved by

miners.

B. Account

An account or wallet represents an entity or individual
(user) who interacts with the blockchain [15]. Each account

has a pair of private and public keys. The public key, either
on its own or in a derived form, represents the address
of the account and can be shared with others to send or
receive transactions. In contrast, the private key remains secret
and is used for signing transactions and/or data encryption.
The account must also store a balance, which represents the
amount of cryptocurrency available in the account.

C. Blockchain synchronisation

Synchronization is crucial as it represents the initial step
for a new node to start interacting with the blockchain.
Blockchain synchronization essentially means that a node,
which has been disconnected from the network for a while,
receives the most recent copy of the blockchain [16]. The
synchronization process is also a part of new account creation
to ensure that the new account has an up-to-date local copy
of the blockchain.

D. Type of Blockchain

A private blockchain is attractive primarily due to its fewer
security concerns; however, issues of trust and the difficulty
in identifying all blockchain participants make this type of
blockchain less preferable for the proposed prototype. A
public blockchain has the advantage of being open to anyone
and not owned by any single entity, making it more suitable
for the proposed prototype. Although some general-purpose
public blockchains suffer from scalability issues, the current
prototype is still chosen to be a public blockchain. This is
because scalability problems become critical only when the
blockchain grows large and when the number of transactions
processed per second becomes a significant concern. However,
the number of participants in a global blockchain platform for
supply chain operations is expected to be only a fraction of
those on general-purpose platforms like Ethereum.

E. Consensus Algorithm

Among the three popular algorithms of Proof of Work
(PoW), Proof of Stake (PoS), and Practical Byzantine Fault
Tolerance (PBFT), PBFT is the only one designed for a private
decentralized network where there is an owner and all other
nodes are backup nodes. Since the proposed prototype is
based on a public blockchain, PBFT cannot be considered.
The remaining two algorithms, PoW and PoS, can both be
implemented within public decentralized networks. However,
because PoS is based on ”stakes” and the proposed blockchain
prototype is focused on supply chain operations, the concept
of ”stake” may not be well-suited to the prototype, at least
in the initial phase of blockchain deployment. On the other
hand, PoW is a proven solution employed in Bitcoin, making
it a strong candidate for the consensus algorithm.

F. Block Validation

The block validation process is a key element of the entire
blockchain operation, performed by all nodes before append-
ing a new block to the blockchain [17]. Block validation is
also executed as a routine task for all blocks during blockchain



synchronization. The block validation process should include
some basic checks [18], such as verifying that the block
number is correct, ensuring that the hash value written in
the block matches the hash value of the parent block, and
confirming that the PoW requirements are met for the given
block. The authors in [19] also show that checking the block
difficulty is necessary to avoid blockchain instability.

G. State

Each node in the blockchain network maintains a local
copy of the entire blockchain, and therefore each node has
all the transactions recorded within those blocks. However,
efficiently retrieving this data can be a challenge. To ad-
dress this, a tree-based data structure originally designed
for efficient data queries and quick information retrieval is
used. Bitcoin employs the Merkle tree as a data structure to
capture the current state of the system [20], while Ethereum
uses a modified version called the Merkle Patricia tree [21].
However, as pointed out by [22], the Merkle tree can be slow.
Therefore, in the current prototype, a simplified version of
the trie-based data structure will be used, as suggested by
[23]. The trie-data structure is designed to store text data,
allowing us to store transaction IDs and shipment details
within it. Before being added to the tri, the text string is split
into individual characters, each representing a node in the
structure. Each node can have child nodes, creating a path
that ends with a stored value. The tri must be updated with
block data each time a new block is received to enable quick
future retrieval.

H. Pub/Sub

The prototype must enable participants to receive and
broadcast messages across the network. This is commonly
referred to as a Pub/Sub service, where publishers broadcast
messages and subscribers receive them. This feature is critical
as it connects individual nodes and forms the blockchain net-
work. Each node should be capable of sending and receiving
messages. The mechanism should allow users to subscribe
to specific channels and receive the corresponding messages.
There should also be methods defined for handling received
messages and for enabling nodes to broadcast messages across
the network.The following channels must be defined within
the blockchain network:

• BLOCK: Used by miners to send new blocks to peers.
New blocks are transmitted in the body of the message
in JSON format.

• TRANSACTION: Used to broadcast new transactions
so that peers can add them to their local transaction pool.

I. Supply Chain Product Cycle

The product cycle for the proposed prototype needs to
account for the typical processes in the supply chain industry,
with a specific focus on the food sector. The term ”product
flow” refers to the entire path of a product from its origin
to the final consumer. In the food supply chain, the final

consumer is typically represented by a grocery store or a
restaurant. The product flow may involve multiple supply
chain participants, which can be grouped into pairs. Each
pair consists of a buyer and a vendor. The movement of
the product from a vendor to a buyer is typically called a
shipment.The proposed prototype should follow the workflow
outlined below between a vendor and a buyer:

• The buyer initiates the shipment by sending a create
shipment request to the vendor. Once this request is sent
and validated, the amount of cryptocurrency is locked
from the buyer’s account.

• The vendor then confirms the shipment through a confirm
shipment request sent to the buyer.

• Once the shipment is received, the buyer sends a confirm
delivery request to the vendor. After this request is
validated by the system, the amount of cryptocurrency
locked from the buyer’s account is transferred to the
vendor’s account.

Each of these requests should be implemented via correspond-
ing types of transactions, including a blocking currency trans-
action for locking cryptocurrency from the buyer’s account.

J. API Endpoints

API endpoints are URLs that allow users to communicate
with the system. The system should include various API
endpoints to enable users to perform standard blockchain
operations, such as blockchain synchronization and creating
new accounts, as well as supply chain-specific tasks like
creating and tracking shipments. The names of the API
endpoints should start with a forward slash to indicate that
they are the endpoints of URLs.

a) Standard Blockchain Operations: The system should
allow users to create accounts. Upon creation, users should
receive both private and public keys. For the proposed proto-
type, a simplified method for creating a new account will be
implemented by sending a GET request to the endpoint /start.
This request will initialize the account creation process by
sending the appropriate transaction type. For simplicity, this
endpoint will also invoke methods that publish the transaction
across the network and mine a new block. Additionally,
as part of this process, all new accounts will receive an
initial cryptocurrency balance of 100,000 units to facilitate
blockchain operations. The API endpoint /synchronize should
be developed to allow users to obtain the latest version
of the blockchain after reconnecting to the network. The
API endpoint /mine should be developed to enable users
to participate in the block verification process and mine
new blocks. This endpoint should also issue an appropriate
reward transaction so that the miner who wins the competition
receives a reward. Once a new block is mined, it must be
added to the blockchain. The API endpoint /account should be
available for users to view their current balance and address.

b) Supply Chain Operations: The proposed prototype
should provide API endpoints that enable users to perform
supply chain-specific operations, ensuring that the product



flow is accurately captured in the blockchain network. The
API endpoint create shipment should submit a transaction
that captures the details of the shipment, including the ad-
dresses of the buyer and vendor, product description, quantity,
price, and a reference to the previous shipment transaction.
Additionally, there should be a specific transaction type that
allows the system to debit the product’s price from the buyer’s
account and block this amount until the delivery is confirmed.
This blocking transaction should be sent immediately after the
’create shipment’ transaction. Shipment creation should be
allowed only for the buyer, not the vendor. The API endpoint
confirm shipment is the next step after the shipment is
created. The vendor should confirm the shipment, so there
should be a mechanism that permits only the vendor to
confirm the shipment. A dedicated transaction type needs
to be developed for this purpose. The API endpoint con-
firm delivery is the final step in the shipment process. Only
the buyer of the current shipment should have access and
be able to confirm the delivery. A dedicated transaction type
needs to be developed to confirm the delivery. Once the
delivery is confirmed, the vendor receives the amount that was
previously debited and blocked from the buyer’s account. The
API endpoint provenance should allow users to trace back
and view the entire product flow down to its origin based on
the entered shipment ID

c) Front-end Design: The front-end of the proposed
prototype should allow users to perform all key operations
related to the prototype, including submitting transactions and
mining new blocks. The wireframe of the main HTML page
is depicted in Figure 2. The top of the HTML page should
display the current node ID and the address of the current
user. The ’create shipment’ section should allow users to enter
data into text boxes for the parameters needed to create a new
shipment transaction. The submit button should then send a
POST request to the corresponding API endpoint. The result
of the request should be displayed on the screen so that users
can see whether the request was successful. The ”confirm
shipment” and ”confirm delivery” sections should enable users
to enter the shipment ID. The submit button should send
the corresponding POST requests, and the results should be
visible on the screen. The ”Mine” button allows users to
participate in the block validation process and broadcast new
blocks across the network. All messages broadcast by peers
should be displayed in real-time in a multi-line text box using
WebSocket technology.

IV. IMPLEMENTATION

While Rust would be the most suitable programming lan-
guage for our propsoed system, it generally requires more
development time and is arguably not ideal for proof of
concepts and prototypes. Therefore, Python was selected for
this project. The prototype was developed using the following
development environment, tools, and packages.

• Development Environment - WSL Ubuntu 24.04 LTS
• Programming Language - Python 3.12.3

Fig. 2. Main webpage wireframe

• Web Framework - Django 4.2.13
• REST Framework - Django Ninja 1.1.0
• Cryptography package - cryptography 42.0.8
• WebSocket - Django Channels 4.1.0
• Pub/Sub - Redis 7.0.15
• Frontend - Bootstrap 5.3.3
The repositories such as [24], [25], and [26] were reviewed

to explore potential approaches for implementing a blockchain
solution. No code was copied from these repositories or
any other sources. Due to the lack of space, we are not
covering the general implementations common across differ-
ent blockchain applications, such as accounts. The relevant
code related to these general approaches can be found in
our GitHub repository [27]. Therefore, this section presents
the key Python methods designed to manage supply chain
operations as follows.

A. Create Shipment Method

The create shipment method is the key function that
defines and creates a shipment transaction. The method first
invokes another method to generate a new shipping transac-
tion, and then calls a separate method to handle the currency
blocking transaction Listing 1.

txn_shipment = self.account.
generate_new_shipment_transaction(
vendor=vendor,
buyer=buyer,
product_description=product_description,
qty=qty,
price=price,
contract_number=contract_number,
previous_shipment=previous_shipment)

# generate currency blocking txn



txn_blck=self.account.
generate_currency_blocking_transaction(
amount=price, ref_txn_id=txn_shipment[’body’

][’id’])

return ([txn_shipment, txn_blck])

Listing 1. Create Shipment

The method that generates the new shipping transaction,
Listing 2. It first sets the previous shipment field to ’origin’ if
it is empty, indicating that this is the beginning of the product
flow and the current shipment is the source of the product.
It then populates the body of the transaction, Listing 6, signs
the transaction, and returns a Python dictionary with two keys:
’body’ and ’signature’.

def generate_new_shipment_transaction(self, vendor,
buyer, product_description, qty, price,

contract_number, previous_shipment):

if previous_shipment == "":
previous_shipment = ’origin’

# [SKIPPED - Transaction body]

signature = self.generate_signature(body)

return {
’body’: body,
’signature’: signature

}

Listing 2. Generate Shipment Transaction

The body of the transaction, Listing 3, is represented
by a Python dictionary with multiple keys. The key ’id’
stores a pseudo-random unique ID. The type of transaction is
’CREATE SHIPMENT TRANSACTION’, which helps dif-
ferentiate this type of transaction from others. The dictionary
also includes the addresses of the buyer and vendor, along
with the key ’data’, which can contain almost any data agreed
upon between the buyer and vendor.

body = {
’id’: str(uuid4()),
’type’: TransactionType.

CREATE_SHIPMENT_TRANSACTION.name,
’vendor’: vendor,
’buyer’: buyer,
’previous_shipment’: previous_shipment,
’data’: {

’product_description’: product_description,
’qty’: qty,
’price’: price,
’contract_number’: contract_number

}
}

Listing 3. Shipment Transaction Body

B. Confirm Shipment Method

The confirm shipment method is a wrapper function that
generates the corresponding transaction, adds it to the transac-
tion pool, and broadcasts the new transaction to peers through
the Redis server, Listing 4.

def confirm_shipment(self, shipment_id):

txn = self.account.
generate_confirm_ship_or_deliv_txn(
shipment_id=shipment_id,
transaction_type=TxnType.

CONFIRM_SHIPMENT_TRANSACTION)

if not self.account.add_transaction_to_pool(txn)
:
return {

’Error’: ’Transaction is not valid’,
’Details’: txn}

self.redis.publish_transaction(str(txn))

return (txn)

Listing 4. Confirm Shipment

The key part of the method that generates the ’confirm
shipment’ transaction, Listing 5. The transaction consists of
a body containing the shipment ID, vendor address, and type
of transaction. The method returns both the body and the
signature of the transaction.

body = {
’id’: str(uuid4()),
’from’: self.address,
’shipment_id’: shipment_id,
’type’: transaction_type,

}
signature = self.generate_signature(body)

return {
’body’: body,
’signature’: signature

}

Listing 5. Confirm Shipment Transaction

C. Confirm Delivery Method

The confirm delivery method can only be invoked by the
buyer and works similarly to the confirm shipment method,
with the only difference being that the type of transaction is
set to ’CONFIRM DELIVERY’, Listing 6.

def confirm_delivery(self, shipment_id):
txn = self.account.

generate_confirm_ship_or_deliv_txn(
shipment_id=shipment_id,
transaction_type=TxnType.

CONFIRM_DELIVERY_TRANSACTION)

# [SKIPPED]

return (txn)

Listing 6. Confirm Delivery

D. API Endpoint /provenance

The API endpoint /provenance returns a Python list of
shipments, starting from the shipment represented by the
provided shipment ID and tracing back to the origin of the
product flow.

The body of the API endpoint, Listing 8, primarily consists
of a while-loop that retrieves the details of each shipment from
the state and appends the current shipment to the list.



Fig. 3. Simulated Supply Chain

V. RESULTS & EVALUATION

We tested all aspects of the blockchain solution through
four remote supply chain participants who interact to deliver
a product from the source to its final destination. It demon-
strates the ability to trace the product’s origin based on the
data available at its final destination. The participants in the
simulated blockchain are illustrated in Figure 3. Participant
#1 is a raw material supplier (frozen fish in this scenario),
while Participant #4 is the final consumer, represented by the
grocery store. Participants #2 and #3 are intermediate entities
within the supply chain, which can be represented by, for
instance, a food storage facility and a food processing center,
respectively. Each participant has access to the blockchain via
an API. However, for the purposes of the current simulation,
all API calls will be simulated using a Python script. The
simulation of the product flow begins with the preparation
steps, where each participant is initialized. This is achieved by
sending HTTP GET requests to the API endpoints /api/v1/start
and /api/v1/account. These two API calls fully set up a new
participant within the system and obtain their address for
further reference, Listing 7.
res=requests.get(url_txt+"/api/v1/start",timeout=1)
res=requests.get(

url_txt+"/api/v1/account",timeout=1)
res_dict=ast.literal_eval(res.text)
address=res_dict[’address’]

Listing 7. Initialization step

Once the buyers and vendors are set up, the simulation
is ready to start. The product flow begins with Participant #2
(the buyer), who initiates the process by submitting the create
shipment transaction, Listing 8. For the purpose of the current
simulation, fields such as qty, price, and product description
will remain unchanged throughout the product flow. However,
the field contract number will vary, starting with Contract 1
for the first pair and Contract 2 and 3 for the subsequent pairs.
txn = {

"vendor": address_vendor,
"buyer": address_buyer,
"product_description": "product_description_1",
"qty": "999",
"price": "500",
"contract_number": "contract num 1",
"previous_shipment": ""

}

Listing 8. Transaction - Create Shipment

The transaction is submitted via the HTTP POST method
to the API endpoint /api/v1/create shipment, Listing 9. Next,
the string returned from the function call requests.post is
converted into a Python dictionary, and the shipment id is

extracted. For simplicity, a new block is mined by the same
node by sending an HTTP GET request to the API endpoint
/api/v1/mine. Once this is completed, a new shipment is
created in the state.

res=requests.post(
url_buyer+"/api/v1/create_shipment",json=txn,

timeout=1)
res_lst=ast.literal_eval(res.text)
shipment_id=res_lst[0][’body’][’id’]
print(f’\nShipment id: {shipment_id}’)
res = requests.get(url_buyer+"/api/v1/mine", timeout

=1)

Listing 9. Submitting the create shipment transaction

After the new shipment is created by Participant #2 (the
buyer), Participant #1 (the vendor) will need to confirm the
shipment. In the current simulation, this is done by sending
an HTTP POST request to the API endpoint /api/v1/confirm

shipment, Listing 10. Once the shipment is confirmed by the
vendor, a new block is mined by the same node for simplicity.

res=requests.post(url_vendor+"/api/v1/
confirm_shipment",json=txn,timeout=1)

res=requests.get(url_vendor+"/api/v1/mine",timeout
=1)

Listing 10. Confirming shipment

Finally, the delivery needs to be confirmed by Participant
#2 (the buyer) by sending an HTTP POST request to the API
endpoint /api/v1/confirm delivery, Listing 11.

res=requests.post(url_buyer+"/api/v1/
confirm_delivery", json=txn, timeout=1)

res=requests.get(url_buyer+"/api/v1/mine",timeout=1)

Listing 11. Confirming delivery

Once the shipment process between Participant #1 and
#2 is completed, Participant #3 (the buyer) initiates a new
shipment, and Participant #2, who now becomes a vendor,
confirms it. Finally, Participant #3 confirms the delivery,
completing the shipment. The same process—consisting of
the three steps: create shipment, confirm shipment, and con-
firm delivery—occurs between Participant #4 (the buyer) and
Participant #3 (the vendor). The product flow is considered
complete once Participant #4 confirms the delivery. The
process is straightforward and similar between each pair. What
distinguishes each pair is that each uses the shipment id from
the previous pair as a reference to the prior shipment in each
transaction. At the final step, the provenance of the product
can be determined by sending an HTTP POST request to the
API endpoint /api/v1/provenance and printing the results on
the screen. The transaction ID is sent in JSON format, Listing
12.

res=requests.post(url_participant4+"/api/v1/
provenance",json=txn, timeout=1)

r = ast.literal_eval(res.text)

for shipment in r:
pprint(shipment)

Listing 12. Provenace Determination



VI. CONCLUSION & FUTURE DIRECTION

In this paper, a custom lightweight blockchain system
tailored for supply chain operations has been built and tested.
This prototype offers a blockchain solution with specially
designed transaction types, specifically for the supply chain
industry, focusing on the food sector. These new transactions
enable users to track supply chain operations without requir-
ing smart contracts, making the prototype lightweight and
less vulnerable to security risks. In this paper, the following
research questions were addressed through experiments:

• Which features from existing general-purpose blockchain
solutions should be included, and which can be left out?
Excluded from the design are smart contracts, which
have been replaced with specially designed transaction
types tailored for supply chain operations, making the
prototype more lightweight. Another feature is the use
of a Trie-data structure, which is simpler and faster than,
for example, the Merkle Patricia Trie.

• Which consensus algorithm is most suitable for the
proposed prototype? Based on the literature review, the
PoW algorithm was chosen for the prototype as the most
time-proven solution.

• What API calls and transaction types are required for the
supply chain application? A set of API endpoints and
corresponding transactions, such as creating shipments,
confirming shipments, confirming deliveries, and track-
ing provenance, enables the complete cycle of product
delivery between a vendor and a buyer. These API
endpoints also allow for tracing the origin of the product.

• What differentiates the proposed prototype from existing
blockchain solutions? The proposed prototype is more
similar to Bitcoin in that it is tailored to a specific
application, unlike Ethereum, which is a general-purpose
blockchain platform. It also differs from Hyperledger
Fabric, as it is based on public blockchain principles.

The proposed prototype can be improved in several ways.
One area requiring special attention is data encryption. One
possible solution is to use an additional layer, such as Zero-
Knowledge Proof or a similar approach, which could be
programmed and integrated into the prototype. Additionally,
the prototype lacks an API endpoint to cancel an ongoing
shipment and return the locked currency to the buyer.
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